완전탐색과 동적 계획법 알고리즘은 궤를 같이했다. 그도 그럴 것이 완전탐색의 중복 문제를 해결하는 방법이 곧 동적 계획법 알고리즘이었기 때문이다. 핵심 아이디어는 변하지 않았다. 이번에는 문제 자체를 다르게 접근하자.

자, **우리는 수열**arrarr**을 입력받았다. 이제 이 미지의 수열을 하나씩 건너가며 lis를 만들어나간다고 하자. 이때 우리는 이 수열이 정수 수열이라는 것만 알고 그 크기 등은 모르는 상태다.**

어떤 수열의 원소를 4개를 먼저 살피니 [5,6,1,2][5,6,1,2]였다고 하자. 현재까지의 lis는 [5,6][5,6], [1,2][1,2]다. 뒤에 더 많은 숫자가 있지만 일단은 지금의 정보가 최선이다.

다음엔 어떤 수열의 첫 5개의 숫자가 다음과 같다고 하자: [5,6,7,1,2,...][5,6,7,1,2,...]. 현재까지의 lis는 [5,6,7][5,6,7]이다. lis를 위한 우리의 위대한 여정을 계속한다고 할 때 현재까지의 lis 정보가 의미있을까? 그건 상황에 따라 다른데 크게 두 가지 경우로 나눌 수 있다.

* 의미없다. [1,2][1,2]가 최종적인 lis의 시초가 될 수 있다. 알고 보니 원 수열이 [5,6,7,1,2,3,4][5,6,7,1,2,3,4]일 수도 있으니까. 이때는 중간 수열 [5,6,7][5,6,7] 정보가 무의미한 정보였다.
* 의미있다. 원수열이 [5,6,7,1,2][5,6,7,1,2]에서 끝나버린다면 [5,6,7][5,6,7]의 크기 3이 곧 답이 된다.

다시 말하지만 우리는 현재까지의 수 이상의 미지의 수는 아직 모르는 상태다. 그렇기 때문에 중간에 생기는 lis가 무의미할 수도, 의미있을 수도 있는 상황이기에 애매하다. 결국 우리의 인생처럼 무의미와 의미의 경계에서 헤매이게 되는걸까…?

잠깐, 불확실의 살얼음을 걷는 나에게도 아직 확실한 것은 남아 있다. 마찬가지로 **여기까지의 불완전한 수열(**[5,6,7,1,2][5,6,7,1,2]**)까지만 봤을 때도 확실한 것들이 있다.** 길이가 1인 증가 부분수열들의([5],[6],...[2][5],[6],...[2]) 마지막 값 중 최소의 값은 1이고, 길이가 2인 증가 부분수열들의([5,6],[1,2][5,6],[1,2]) 마지막 값 중 최소의 값은 2이다. 길이가 3인 증가 부분수열의([5,6,7][5,6,7]) 마지막 값 중 최소의 값은 3이다.

그리고 **증가 부분수열의 크기가 같다면, 이때 마지막 값의 크기가 작은 것의 정보를 유지하는 것이 유리하다.** 가령 배열의 첫 네 원소가 [5,6,1,2][5,6,1,2]일 때 크기가 2인 증가 부분수열은 [5,6][5,6]과 [1,2][1,2]이 있다. 그 다음 수가 무엇이 될지는 모르겠지만 작은 정보를 유지할 때는 lis를 문제없이 구할 수 있다. 가령 원 수열의 바로 뒤의 수이자 마지막 수가 3일 때나 11111일 때 모두 [1,2][1,2]는 lis를 만들어낼 수 있다.([1,2,3],[1,2,11111][1,2,3],[1,2,11111]) 하지만 [5,6][5,6]은 3일 때 lis를 이어가지 못한다.([5,6,3][5,6,3]) 즉, **같은 크기의 증가수열에서 최소의 마지막 값만 기억하면 문제를 풀어낼 단서를 찾을 수 있다.**

앞선 *lis(i)* 는 *i* 인덱스부터 시작하는 부분배열의 lis의 길이를 구하는 것이었다면 이번에는 CC라는 배열을 관리하는데 C[i]C[i]라는 문제는 다음과 같이 정의된다.

C[i] = 길이가 i인 증가수열들 중에서 최소의 마지막 값

입력이 빈 배열이 아닐 경우 lis의 길이의 최소값은 1이고, 최대값은 배열의 크기 자체다. 그래서 우리는 **|arr| + 1** 크기의 배열을 준비한다. | |은 집합의 크기를 산정하는 수학기호다. 크기를 1 늘리는 이유는 배열의 크기 자체를 인덱싱 가능하게 하기 위해서다. 우리는 원 배열을 순회해 나가면서 C 배열의 각 값을 최소값으로 다듬을 예정이기 때문에 일단 무한으로 초기화해놓자. 그리고 크기가 0인 증가 부분수열은 다루지 않기 때문에 음의 무한으로 초기화해놓는다.

원 배열을 [5,6,7,1,2][5,6,7,1,2]까지 진행했을 때 C 배열은 다음과 같을 것이다:

C = [-inf, 1, 2, 7, Inf, Inf]

이것이 이해되어야 식을 유도할 수 있다. 여기서C[i]여기서C[i]**가 무한이 아닌 i의 최대값이 lis의 길이가 됨을 알 수 있다.** *i* 가 3일 때가 7인데 현재까지의 lis의 크기는 3이 된다. C의 원소들의 정확한 값은 중요하지 않다. 각 크기의 증가 부분수열은 매우 많을 수 있는데 우리는 각 크기의 증가 부분수열의 마지막 값 중 최소값만 계속 다듬어 나간다. **이렇게 다듬어 나가는 과정을 거치다보면 어느 순간 원소의 끝에 도달할 수 있을테고 그때 우리는**C[i]C[i]**가 무한이 아닌 마지막 i를 통해 lis의 길이를 반환할 수 있게 된다.**

자, 이제 다듬는 과정을 조금만 더 살펴보자. C[i]C[i]은 처음에 모두 양의 무한으로 시작할텐데 어떻게 최소값으로 깎아나가는가?(0번째 인덱스는 무시한다.) 앞선 중간 탐색과정의 CC 배열을 더 활용하자. 현재 원 배열을 순회 중에 있고 다음 원소를 살펴본다. 이때는 다음과 같은 경우의 수가 있겠다.
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